**Programación en C/C++: Trabajando con punteros**

En el contexto de la programación en C/C++ trabajar con punteros es algo que asusta a la mayoría porque es un tema complicado de entender, pero una vez que se conoce la lógica te das cuenta que no es tan terrible como se pensaba. En éste artículo desarrollaré la lógica de los punteros y sus utilidades para que lo comprendamos mejor.

**Nota**

Si nunca has programado en C o C++, te recomiendo primero aprender a programar en el lenguaje, ya que es necesario conocerlo un poco para entender el tema de los punteros.

Como se que a la mayoría de nosotros, los programadores (o los que intentamos serlo), nos gusta aprender algo viendo código directamente, mil veces me han explicado algo, pero no lo entiendo hasta ver el código. Asi que trataré de explicar de esa manera para que quede clarísimo el tema. Vamos al grano.

**Entendiendo los punteros**

Un puntero es básicamente una **dirección de memoria**. Muchas veces hemos hecho esto:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-trabajando-con-punteros/)

|  |  |
| --- | --- |
| 1  2  3 | int numero;  numero = 10;  printf(“Numero: %i”,numero); |

Obteniendo la salida: “Numero: 10”.

Pero, ¿Qué hace el computador en su interior? El computador trabaja con direcciones de memoria, imaginemos los siguientes valores:
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Tenemos nuestra variable *numero*, cuyo valor es *10*, y su dirección de memoria es *100*. Cuando escribimos la línea “numero = 10; “, le estamos diciendo al computador que en la dirección 100 escriba el valor 10.

Ahora es cuando veremos un puntero, he aquí un código equivalente al anterior:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-trabajando-con-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4 | int numero;  int \* puntero = &Numero;  \*puntero = 10;  printf(“Numero: %i”,numero); |

Nuevamente la salida es: “Numero: 10”.

¿Qué hicimos aquí? Vayamos línea por línea para que quede claro:

* **int numero**: Declaramos nuevamente la variable numero.
* **int \* puntero = &numero**: Declaramos un puntero llamado puntero al cual le asignamos la dirección de memoria de numero (el operador & nos sirve para obtener la dirección de memoria de una variable, en este caso, 100).
* **\*puntero = 10**: Con esto estamos diciéndole al computador: “A lo que esta señalando el puntero (la dirección 100), asignale el valor 10”.
* **printf(“Numero: %i”,numero)**: Mostramos el valor de numero.

Para que quede más claro, veamos los valores que corresponden a nuestras variables hasta la segunda línea:
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**Nota**

1. Para ver el contenido de un puntero, podemos escribir “printf(“%p”,puntero);”
2. Los valores de las direcciones de memoria han sido cambiados para mayor comprensión, por ejemplo, la dirección de “numero” en mi computador dio “0022FF18”.

Como vemos, la variable puntero es una variable más, tiene su dirección de memoria (110) y un valor. Lo que hace especial a los punteros, es que alojan una dirección de memoria, en este caso 100, que corresponde a la dirección de memoria de la variable numero (que contiene basura debido a que no la hemos inicializado). Entonces cuando escribimos “\*puntero = 10”, decimos: En la dirección 100, escribe el valor 10. Quedando de esta manera:
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**Operadores &, “\*” y la función Scanf**

Para que quede más claro, les dejo los casos de uso de los operadores “&” y “\*”:

**Operador &**

Se utiliza para obtener la dirección de memoria de una variable. Se puede implementar con cualquier tipo de variable.

**Operador “\*”**

Se utiliza sólo con punteros. Su función es la de acceder al contenido de la dirección almacenada.

Quiero recalcar que siempre que trabajen con punteros, deben apuntarlo a alguna variable. De lo contrario apuntará a una dirección cualquiera y puede (y es lo mas probable) que te cause errores, además de que tu programa no funcionará como debería.

**Función Scanf()**

Ahora que saben el uso del operador “&”, quizás entiendan el uso de la típica función scanf, veamos un ejemplo de como se utiliza para leer una variable de tipo entero y guardar el valor en la variable:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-trabajando-con-punteros/)

|  |  |
| --- | --- |
| 1 | scanf("%i",&variable); |

Pueden notar el uso del operador “&” antes de “variable”. Así es, scanf recibe un puntero del tipo que se le indica en el primer argumento (“%i indica un entero, por lo tanto, el segundo argumento debe ser de tipo puntero a entero).

En éste primer artículo aprendimos sobre los punteros y sus operadores. En una próxima entrega veremos casos de uso: Punteros para pasar argumentos por referencia a funciones, Arreglos y Matrices con punteros.

### Punteros para pasar argumentos por referencia a funciones

Supongamos que tenemos una función que hace unos cálculos con 2 números que le pasemos, esta es su declaración:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5 | void calculos(int primero, int segundo)   {   primero += 10;   segundo += 20;   } |

Básicamente esta función suma 10 al primer argumento y 20 al segundo.

Ejecutamos las siguientes líneas de código:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3 | int primero = 0, segundo=0;   calculos(primero,segundo);   printf("Primero: %i, Segundo: %i",primero,segundo); |

Cuya salida es: “Primero: 0, Segundo: 0”.

**¿Porque no cambió los valores de nuestras variables como le indicamos?** Esto es porque en C los valores que les asignamos a nuestras funciones se pasan por valor, es decir, se le pasa una copia de lo que ingresemos como argumento. Es por esto que no se modifica el valor de nuestras variables, ya que lo que modificamos en la función, se mantendrá modificado sólo en esa función.

Para modificar el valor de nuestras variables, debemos pasar estas variables por referencia, es decir, pasarle a la función una referencia de nuestra variable, en nuestro caso le pasaremos la dirección de memoria de ellas, es decir, un puntero.

Recordemos que para acceder a la dirección de memoria de una variable escribiamos “&variable”, por lo tanto, haremos esto para llamar a la función cálculos:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | calculos(&primero,&segundo); |

Ahora, lo que le estamos pasando a la función no es de tipo entero (int), si no, de tipo puntero a entero (int \*), por lo tanto debemos cambiar su declaración para que quede de esta manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5 | void calculos(int \* primero, int \* segundo)   {   primero += 10;   segundo += 20;   } |

Ahora analicemos esto:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | primero += 10; |

Sabemos que primero es un puntero, por lo tanto, escribir lo anterior no tiene mucha utilidad para lo que queremos hacer, ya que estamos sumándole 10 a la dirección de memoria y no al valor que contiene esa dirección, que es lo que queremos. Por lo tanto, la función final debe quedar así:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5 | void calculos(int \* primero, int \* segundo)   {   \*primero += 10;   \*segundo += 20;   } |

Ahora si ejecutamos nuestro código, la salida que produce es: “Primero: 10, Segundo: 20”.

### Arreglos con punteros

Acabamos de ver una utilidad de los punteros, ahora veremos otra: Utilizar punteros para crear arreglos y trabajar con ellos. Como sabemos, si queremos declarar un arreglo de 5 enteros, llenarlo con valores y mostrar en pantalla, podemos hacerlo de la siguiente manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4 | int numeros[5] = {0,1,2,3,4};   int i;   for(i=0;i<5;i++)   printf("%i ",numeros[i]); |

Este programa produce la siguiente salida: “0 1 2 3 4”.

Ahora, vean el siguiente código:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | int numeros[5] = {0,1,2,3,4};   int i;   int \* puntero = numeros;   for(i=0;i<5;i++){   printf("%i ",\*puntero);   puntero++;   } |

Si lo ejecutas, verás que produce la misma salida. La explicación de esto radica en que un arreglo son sólo variables que estan dispuestas en la memoria una al lado de otra, como se ve en la siguiente tabla (la cual corresponde a los valores de nuestras variables antes de entrar al bucle for):

[![http://www.maestrosdelweb.com/images/2012/09/tabla.png](data:image/png;base64,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)](http://www.maestrosdelweb.com/images/2012/09/tabla.png)

Tenemos 5 variables llamadas números (les pongo el mismo nombre para que se entienda la idea). Estas 5 variables dispuestas una al lado de otra corresponden al arreglo números. Si nos damos cuenta, puntero tiene el valor 100, el cual corresponde al primer elemento del arreglo, por lo tanto, números es un puntero, el cual apunta al primer elemento del arreglo que creamos.

Entendido esto, debería tomar sentido que en el primer ciclo del bucle for, el programa nos muestre como salida un 0, debido a que es lo que contiene la dirección 100. Luego de esto, tenemos una línea que dice “puntero++”. Lo que hace esto, es cambiar lo que apunta puntero, por la dirección que se encuentra a su lado, es decir, 110.

Ahora utilizaremos punteros para reservar memoria, que es lo equivalente a crear un arreglo.

La línea de código:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | int numeros[5]; |

Reserva espacio para 5 enteros, puede ser escrita mediante punteros de la siguiente manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | int \* numeros = (int\*)malloc(sizeof(int)\*5); |

### Nota

Para utilizar la función **malloc** es necesario incluir la librería “stdlib.h” en C o “cstdlib” en C++.

**Analicemos este código**

Tenemos un puntero que apunta a un entero, nada que no hayamos visto previamente. Luego de eso, tenemos algo completamente desconocido (o que quizás hayas usado antes sin tener idea de para que servía), la sentencia **“(int\*)malloc(sizeof(int)\*5);”**.

Malloc es una función que reserva la cantidad de memoria que le indiquemos, en este caso, estamos reservando 5 veces el peso de un entero, cuyo peso es 4 bytes, te preguntarás ¿porque no escribimos directamente “malloc(20)”?, la respuesta es que un entero no tiene el mismo peso para todos los computadores en los que se utiliza. Tenemos una función que reserva espacio y lo que retorna es un puntero al primer elemento reservador, pero el problema es que es de tipo “void \*” (recordemos que void significa que no tiene tipo), por lo cual, le hacemos un cast a “int\*” con la línea “(int\*)”.

Con nuestro arreglo listo, podemos trabajar de la misma manera que con un arreglo común y corriente, por ejemplo, podemos modificar el primer elemento de la siguiente manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5 | numeros[0] = 0;   numeros[1] = 1;   numeros[2] = 2;   numeros[3] = 3;   numeros[4] = 4; |

Ahora, recordando lo que vimos anteriormente, veamos la siguiente sentencia:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | \*numeros = 0; |

Con esto, estamos diciendo que el primer elemento del arreglo vale 0. Por lo tanto, podríamos hacer esto:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | (\*numeros) = 0;   numeros++;   (\*numeros) = 1;   numeros++;   (\*numeros) = 2;   numeros++;   (\*numeros) = 3;   numeros++;   (\*numeros) = 4; |

Pero el problema ahora radica en que no tenemos un puntero que apunte al primer elemento, ya que el valor de numeros es 110 (recordemos que la dirección del primer elemento es 100). Bueno, ya se, podríamos volver fácilmente escribiendo “numeros–” un par de veces, pero esto podría confundirnos si tenemos un código relativamente largo.

Por lo tanto, la forma anterior no es muy recomendada (a menos que creemos un puntero auxiliar y sea ese puntero el que aumentemos). Una forma equivalente de hacer lo anterior sin perder el inicio del arreglo, es esta:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4  5 | \*numeros = 0;   \*(numeros+1)= 1;   \*(numeros+2)= 2;   \*(numeros+3)= 3;   \*(numeros+4)= 4; |

Para entenderlo, veamos la segunda línea:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | \*(numeros+1)= 1; |

Le estamos diciendo al computador, que lo que apunta numeros más 1 (es decir, una dirección hacia la derecha), valga 1. Hubiera sido incorrecto escribir:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | (\*numeros+1)= 1; |

Ya que estaríamos diciendo que lo que apunta numeros + 1 = 1. Es decir, sería como escribir (suponiendo que la primera posición tiene el valor 5): 5 + 1 = 1. ¿No tiene sentido verdad?

Un punto importante, es que después de reservar memoria con malloc y de utilizarla (y estar seguro que no volveremos a utilizar), debemos liberarla con la función free. Su uso en este caso sería de la siguiente manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | free(numeros); |

Esto se debe hacer debido a que si no lo hacemos, la memoria seguira reservada y estaremos gastando memoria innecesaria.

Como último punto respecto a la utilidad de los punteros para ser utilizados como arreglos, quiero recalcar que podemos usar un puntero como una cadena de caracteres (String), para guardar una cadena simplemente podemos escribir:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3 | char \* cadena = "Maestros";   cadena = "del web";   printf("%s",cadena); |

Lo cual no da como salida: “del web”. Sin punteros, esto no hubiera sido posible, debido a que si hubiéramos usado arreglos, no se hubiera podido reasignar la cadena de caracteres cadena, debido a que estaríamos intentar cambiar el tamaño del arreglo de 9 a 8 (recuerda que el caracter de fin de cadena “” también cuenta como un caracter más).

### Matrices con punteros

Debemos pensar en una matriz como un puntero a un puntero. Anteriormente teníamos un arreglo hecho con punteros, pues bien, ahora tenemos un arreglo de arreglos (puntero a puntero). Un puntero a puntero (de tipo entero), se declara de la siguiente manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | int \*\* matriz; |

Pero recordemos que debemos reservar el espacio necesario para nuestra matriz, para esto utilizamos la función malloc:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1 | int \*\* matriz = (int\*\*)malloc(sizeif(int\*)\*2); |

Con esto estamos creando un puntero a puntero de tipo int, es decir, un puntero a un arreglo de tipo int. Pero este arreglo al que estamos apuntando no tiene espacio, no hemos reservador memoria, por lo cual, también debemos inicializarlo:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2  3  4 | int \*\* matriz = (int\*\*)malloc(sizeof(int\*)\*2);   int i=0;   for(i=0;i<2;i++)   matriz[i] = (int\*)malloc(sizeof(int)\*5); |

Quiero recalcar el hecho de tener que hacer esto, ya que es un error común el no hacerlo. La lógica nos dice que tenemos un arreglo de arreglos. Pero esos arreglos a los que apuntamos, no tienen espacio y ese espacio no se reserva automáticamente, debemos inicializarlo nosotros. Así que tenlo en cuenta y que no se te olvide.

Hecho esto, tenemos una matriz de 2×5 de tipo entero. Para liberar la memoria en este caso, debemos liberar cada arreglo de la matriz, de esta manera:

[?](http://www.maestrosdelweb.com/editorial/programacion-en-c-uso-de-punteros/)

|  |  |
| --- | --- |
| 1  2 | for(i=0;i<2;i++)   free(matriz[i]); |

Esto sería todo, espero que les haya quedado claro este tema que es muy complicado de entender la primera vez que se oye de él. Como consejo, practiquen utilizando punteros y así será todo mucho más claro.